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ABSTRACT

Android apps typically include many functionalities that not all
users require. These result in software bloat that increases possible
attack surface and app size. Common functionalities that users may
not require are related to permissions that they intend to disallow
in the first place. As these permissions are disallowed, their related
code would never be executed and therefore can be safely removed.
Existing work has proposed a solution to debloat Android apps
according to the disallowed permissions. However, for large and
complex applications, the debloating process could take hours, typ-
ically due the long time that may be needed to construct call graph
for analysis. In this work, we proposeMiniAppPerm, that speeds
up the permission-based debloating by constructing a partial call
graph instead of a complete call graph. Our preliminary experi-
ments on a set of apps in Google Play show thatMiniAppPerm can
reduce the call graph construction time by up to 85.3%. We also
checked that the debloated apps can run without crashes.
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1 INTRODUCTION

Modern Android apps contain a lot of features to support different
needs of their target users. These include but not limited to different
use case scenarios, different versions of libraries, and various appli-
cation binary interface (ABI) for various device architectures [7].
Due to different user needs, some features can be safely removed as
users never need them. Features that users commonly do not need
are the ones related to permissions that they disallow. Since the

Permission to make digital or hard copies of all or part of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for profit or commercial advantage and that copies bear this notice and the full citation
on the first page. Copyrights for components of this work owned by others than the
author(s) must be honored. Abstracting with credit is permitted. To copy otherwise, or
republish, to post on servers or to redistribute to lists, requires prior specific permission
and/or a fee. Request permissions from permissions@acm.org.
MOBILESoft ’24, April 14–15, 2024, Lisbon, Portugal
© 2024 Copyright held by the owner/author(s). Publication rights licensed to ACM.
ACM ISBN 979-8-4007-0594-6/24/04
https://doi.org/10.1145/3647632.3651390

permissions are disallowed, the features would not work. Thus, we
can safely remove all features related to the disallowed permissions.

Several works have exploredAndroid apps debloating/pruning [7,
8, 14], with XDebloat [14] as the most recent work that can per-
form permission-based debloating. These work mainly focused on
realizing the capability of debloating Android apps. While they did
measure the execution time, it is not their main goal. They typically
rely on common tools such as FlowDroid to construct call graph and
perform static program analysis [1]. While this saves development
time, they would also inherit FlowDroid shortcomings. It has been
reported that FlowDroid call graph generation time could takemany
hours [3, 15] for modern apps, which would lengthen the overall
execution time of permission-based debloating solutions. This is
not desirable as users would need to wait longer to receive the
debloated apps. Thus, there is a need for a faster permission-based
debloating, which can reduce users’ waiting time.

In this work, we propose MiniAppPerm to speed up permission-
based debloating by constructing a partial call graph instead of a
complete one. When we debloat features related to permissions,
we need to remove the permission-related methods (i.e., Android
APIs that require the specific permission) that are called by the
app. We then need to traverse the call graph to find other methods
that may be affected by the removal of these permission-related
methods. To do so, we do not really need to explore the whole call
graph. We only need to explore the methods that are reachable from
the permission-related methods. Thus, we do not actually need to
construct the portion of call graph that are not reachable from
permission-related methods, as they would not be used and waste
computation time. Constructing a partial call graph with methods
reachable from permission-related methods should suffice.

SinceMiniAppPerm constructs a partial call graph, the call graph
construction time should be faster. Intuitively, the amount of time
saved is commensurable to the proportion of unreachable methods
in the complete call graph. To measure how much timeMiniApp-
Perm can actually save when constructing call graph, as a prelimi-
nary experiment, we collected a dataset of modern Android apps.
We first obtain the list of popular apps from Android Rank1, which
is a website that collects historical Android data and Google Play2
since 2011. We then downloaded the apps in the list from Google
Play. We sample some apps for preliminary experiments. We ran
FlowDroid on these apps and collected their call graph construction
time. Our experiments on these apps highlight that MiniAppPerm
can successfully reduce the call graph construction time by up to

1https://www.androidrank.org/
2https://play.google.com/
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85.3%. We have also manually checked that the resultant debloated
apps can be successfully installed and ran without crashes.

2 MINIAPPPERM

The overview of MiniAppPerm is presented in Figure 1. It takes
an Input App and the list of Disallowed Permissions and outputs
Debloated App. It has four components: (1) Permission Identifier;
(2) Call Graph Constructor; (3) Call Graph Slicer; and (4) Debloater.
Permission Identifier reads the list of Disallowed Permissions and
identifies the Permission-Related Methods from the Input App.
Call Graph Constructor constructs a Partial Call Graph containing
only methods reachable from the Permission-Related Methods. Call
Graph Slicer traverses the Partial Call Graph and identifies the
methods that can be removed due to removal of Permission-Related
Methods. Last but not least, Debloater takes the list of Methods
to Remove and returns the Debloated App, which is a repackaged
Input App after discarding the Methods to Remove.
Permission Identifier. To identify whether permission-related
methods are called in the app, it makes use of a known mapping be-
tween a permission and permission-related methods (i.e., Android
APIs that require the specified permission). We take the mapping
from PScout [2], which produces the mapping by performing a
reachability analysis between permission checks and API calls in
Android framework. Given the list of Disallowed Permissions, it
obtains the corresponding permission-related methods. For exam-
ple, setAudioSource(int) method requires RECORD_AUDIO per-
mission. It collects such methods for all Disallowed Permissions.
Given Input App, it dumps the bytecode of Input App into a plain-
text using dexdump3. It iterates the collected permission-related
methods and check whether each of them is invoked in the bytecode
plaintext. It then returns the Invoked Permission-Related Methods.
Call Graph Constructor. It is built on top of BackDroid, which is
proposed by Wu et al. [15]. BackDroid performs a targeted inter-
procedural analysis that can skip unreachable code and follow only
the paths that lead to security-sensitive sink APIs. Similarly, to
build the Partial Call Graph, it adopts the targeted inter-procedural
analysis and treats the Invoked Permission-Related Methods as the
sink APIs. It performs a targeted backtracking from the Invoked
Permission-Related Methods. For each invoked permission-related
method, it searches the bytecode plaintext of the Input App for
the call sites of the corresponding permission-related method. For
each call site, it identifies the caller of permission-related method.
It repeats the search until it reaches callers that are Android entry
points (e.g., Android lifecycle methods).
Call Graph Slicer. Given the Partial Call Graph, it first puts the
Invoked Permission-Related Methods to the list of Methods to Re-
move. It then traverses the call graph to find methods that would
be affected by the removal of Invoked Permission-Related Methods.
Specifically, it performs two kinds of slicing: (1) Forward slicing.
It recursively put methods that are only called by methods in the
list of Methods to Remove into the list of Methods to Remove. The
intuition is that such methods would never be called since all their
callers would be removed; (2) Backward slicing. It recursively put
methods that only call methods in the list of Methods to Remove

3https://manpages.ubuntu.com/manpages/bionic/man1/dexdump.1.html

Table 1: Statistics of the Studied Android Apps

ID App Category #Perm #Install

1 org.wikipedia Books & Refer-
ence

13 50M+

2 com.apusapps.browser Communication 22 10M+
3 com.halamate.app Lifestyle 28 5M+
4 com.sourceapp.ebb Food & Drink 10 500K+
5 com.canva.editor Art & Design 11 100M+
6 com.lovense.wear Health & Fitness 37 1M+
7 com.nytimes.cooking Food & Drink 7 100K+
8 com.amomedia.madmuscles Health & Fitness 9 500K+
9 com.ecw.healow Health & Fitness 22 5M+
10 com.tacobell.ordering Food & Drink 20 10M+

into the list of Methods to Remove. The intuition is that such meth-
ods do not have much functionality as all the methods they called
are removed. After it finds all methods that satisfy the above condi-
tions, it returns the final Methods to Remove to the next component
for debloating.
Debloater.Debloater performs a method-level debloating. For each
Method to Remove, Debloater discards the content of the method
body. If the method has a return value, Debloater changes the return
value according to its type. If the return type is a numeric class,
Debloater changes the return value to 0. If the return type is an
instance of other classes, Debloater changes the return value to null.
Debloater then repackaged the modified Input App and outputs it
as the Debloated App.

3 PRELIMINARY EXPERIMENT

Dataset.We collected modern Android apps from the list of pop-
ular apps taken from Android Rank4 on April 2023. This website
provides a list of top Android apps. The apps are divided into 33
categories such as Art and Design, Business, Productivity, Sport,
etc. We downloaded the list of top apps from each category and
obtained the latest version of the apps from APKCombo5, which is
a third party website that pulls the apps directly from Google Play
and make them downloadable from their website. We then sample
10 apps for preliminary experiments. Note that we exclude apps
that crash when we run it through FlowDroid, BackDroid, or Soot.
Statistics of the studied apps are shown in Table 1.
Experimental Settings. We used the latest numbered version of
FlowDroid at the time (v2.111.1) and construct call graph for the
studied apps. We found that different versions of FlowDroid could
have a significant impact on the call graph construction time. When
constructing the call graph, we run FlowDroid for up to 5 hours
followingWu et al. [15]. Similarly, we also runMiniAppPerm for the
same amount of time andmeasure how long it takes to construct the
call graph. We consider the worst case scenario where we disallow
all permissions. We then compare the call graph construction time
between FlowDroid and MiniAppPerm. We measure how much
call graph construction time MiniAppPerm can reduce. We also
measure the overall debloating time of MiniAppPerm.

It is worth noting that we cannot compareMiniAppPerm with
existing debloating approaches (e.g., XDebloat [14]) since they do
not release their tools. Nevertheless, XDebloat is built on top of
4https://www.androidrank.org/
5https://apkcombo.com/
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Figure 1: Overview of MiniAppPerm

Table 2: Debloating and call graph construction time

ID Debloating Time

Call Graph Construction Time

FlowDroid MiniAppPerm Impr.

1 1m 43s 2m 23s 1m 30s 37.1%
2 8m 31s 10m 6s 8m 10s 19.1%
3 2m 34s 5m 13s 46s 85.3%
4 7m 24s 8m 9s 6m 22s 21.9%
5 7m 29s 7m 20s 7m 5s 3.4%
6 3m 5s 8m 10s 1m 25s 82.7%
7 6m 2s 7m 21s 5m 41s 22.7%
8 6m 33s 10m 21s 6m 13s 39.9%
9 13m 15s 12m 41s 12m 15s 3.4%
10 14m 38s 15m 1s 14m 14s 5.2%

FlowDroid and thus its call graph construction time should be sim-
ilar with running FlowDroid directly. Additionally,MiniAppPerm
also does not compete with existing permission-based debloating
approaches. Rather, it complements them.
Results. Table 2 shows the total debloating and call graph con-
struction time when running FlowDroid and MiniAppPerm on the
studied apps. The total debloating time measures the total time
required for debloating the app starting from the Input App and
ending with the Debloated app. We observe that, for most apps,
the total debloating time is dominated by the call graph construc-
tion time, even after the speed up achieved by MiniAppPerm. This
shows that, for most apps, the call graph construction time takes
up the majority of execution time and it is indeed the right target
for optimizing total debloating time.

We can see from the table that MiniAppPerm can reduce the
the call graph construction time from 3.4% to 85.3%. The high-
est reductions are achieved when debloating com.halamate.app
and com.lovense.wear. Interestingly, these two apps have the
highest number of permissions among the studied apps. On the
other hand, the lowest reductions are achieved when debloating
com.canva.editor and com.ecw.healow. These two apps have a
very different number of permissions. Therefore, it appears that the
call graph construction time does not depend on the number of per-
missions. Indeed, the time likely depends more on how widespread
the permission-related methods are being called within the app.

4 RELATEDWORK

Many works have studied program debloating [6, 8, 9, 11–14]. Heo
et al. [6] proposed Chisel to debloat C programs. Chisel takes a
program to debloat and high-level specification of its desired func-
tionality, and outputs the debloated program that follows the speci-
fication. Quach et al. [11] proposed an approach that can perform
piece-wise compilation and loading, which can systematically de-
tect and eliminate unused code from memory. Rastogi et al. [12]
developed Cimplifier, which debloats containers (i.e. Docker) based
on user-defined constraints. Sharif et al. [13] proposed TRIMMER,
which debloats unused functionality from C programs by special-
izing the programs according to the deployment context. Jiang et
al. [9] proposed JRed to trim unused code from Java applications
and Java Runtime Environment (JRE) via static analysis. In a sub-
sequent work, Jiang et al. [8] proposed RedDroid, which debloats
Android applications by removing compile-time and install-time
redundancies. More recently, Tang et al. [14] proposed XDebloat to
perform feature-oriented debloating for Android apps. Our work
complements the above work by speeding up the debloating process
through optimizing the call graph construction.

Some works aim to detect and analyse software bloat [4, 5, 17].
Bhattacharya et al. [4] proposed an approach to detect an execution
bloat in Java applications by utilizing concern information. Xu et
al. [17] analysed how one can find, remove, and prevent perfor-
mance problems due to software bloat. Bu et al. [5] highlighted
the importance of bloat-aware design in developing Big Data appli-
cations. Nguyen et al. [10] analyses the impact of software bloat
in data-intensive systems. Xu et al. [16] introduced an abstraction
called copy graph that can be used to expose common patterns of
bloat in Java. The above studies provides foundations for work on
debloating approaches. One should detect a bloat first before re-
moving it. Better understanding on software bloat is also beneficial
in the development of future debloating approaches.

5 CONCLUSION AND FUTUREWORK

We proposeMiniAppPerm to speed up permission-based debloat-
ing for Android apps. It does so by constructing a partial call graph.
Our preliminary evaluation indicates that MiniAppPerm can re-
duce the call graph construction time by up to 85.3%. In the future,
we plan to ascertain MiniAppPerm effectiveness more extensively
on more apps. We also plan to improve MiniAppPerm speed by
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optimizing the partial call graph construction, e.g., by introducing
parallelization. Another possibility is to perform on-the-fly slicing
without fully constructing the call graph. Yet another direction is
to employ neurosymbolic program analysis to construct the partial
call graph, e.g., by predicting the edges of the partial call graph
using deep learning techniques.
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